Abstract

Purpose – The purpose of this paper is to demonstrate that process verification has matured to a level where it can be used in practice. This paper reports on new verification techniques that can be used to assess the correctness of real-life models.

Design/methodology/approach – The proposed approach relies on using formal methods to determine the correctness of business processes with cancellation and OR-joins. The paper also demonstrates how reduction rules can be used to improve the efficiency. These techniques are presented in the context of the workflow language yet another workflow language (YAWL) that provides direct support for 20 most frequently used patterns found today (including cancellation and OR-joins). But the results also apply to other languages with these features (e.g. BPMN, EPCs, UML activity diagrams, etc.). An editor has been developed that provides diagnostic information based on the techniques presented in this paper.

Findings – The paper proposes four properties for business processes with cancellation and OR-joins, namely: soundness, weak soundness, irreducible cancellation regions and immutable OR-joins and develop new techniques to verify these properties. Reduction rules have been used as a means of improving the efficiency of the algorithm. The paper demonstrates the feasibility of this verification approach using a realistic and complex business process, the visa application process for general skilled migration to Australia, modelled as a YAWL workflow with cancellation regions and OR-joins.

Originality/value – Business processes sometimes require complex execution interdependencies to properly complete a process. For instance, it is possible that certain activities need to be cancelled mid-way through the process. Some parallel activities may require complex “wait and see” style synchronisation depending on a given context. These types of business processes can be found in various domains, such as application integration, B2B commerce, web service composition and workflow systems. Even though cancellation and sophisticated join structures are present in many business processes, existing verification techniques are unable to deal with such processes. Hence, this paper plays an important role in making process verification a reality.
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The need for verification of process models

Verification is concerned with determining, in advance, whether a process model exhibits certain desirable behaviours. By performing this verification at design time, it is possible to identify potential problems, and if so, the model can be modified before it is used for execution. As some systems (e.g. workflow systems) rely on process models for execution of work, careful analysis of process models at design time can greatly improve the reliability of such systems.

Although one would expect verification functionality to be present in any business process modelling tool, workflow management system, or business process management suite, this is not the case. At best these systems do some basic syntactical checks, but allow for the modelling of processes with deadlocks, livelocks and other anomalies. There are several academic process verification tools. However, until recently, these tools could not verify realistic processes because they assume highly simplified models completely disconnected from real-life languages and systems. Fortunately, as this paper will show, a breakthrough has been realized that makes process verification feasible in a practical setting. As an example, we also refer to the study reported in (Mendling et al., 2006) where we analysed the entire SAP reference model based on similar techniques. In this process, we discovered many errors in the 604 processes contained in the reference model of SAP. This resulted in quite some publicity in the popular press, e.g. IT magazines such as Computable, iX, Automatisering gids, BPTrends, and BPM magazine ran articles on this. This illustrates the interest of practitioners to have correct process models. Moreover, the results illustrate that process verification has become a reality.

This paper will focus on two features common in any modern process modelling language:

(1) Cancellation.
(2) OR-joins.

The reason is that, until recently, there were no tools and techniques allowing for the analysis of models with these features. Cancellation captures the interference of an activity in the execution of others in certain circumstances. Cancellation can be triggered by either a customer request (e.g. a customer wishes to withdraw a credit card application) or by exceptions (e.g. an order cannot be processed due to insufficient stock level). In general, cancellation results in one of two outcomes: disabling some scheduled activities or stopping currently running activities. The complicating factor is that due to concurrency issues, the cancellation action may or may not result in cancelling certain activities, i.e. the process may be in a state before or after the part that is supposed to be cancelled. This can introduce deadlocks (the state where a business process is stuck and cannot proceed). An OR-join is used in situations when we need to model “wait and see” behaviour for synchronisation. For example, a purchase process could involve the separate purchase of one or two different items and the customer can decide whether he/she wants to purchase one or the other or both. The subsequent payment task is to be performed only once and this requires synchronisation if the customer has selected both products. If the customer selected only one product, no synchronisation is required before payment. Many systems and languages struggle with the semantics and implementation of the OR-join because its semantics require a synchronisation depending on an analysis of future execution paths. This requires some non-trivial
reasoning. The presence of cancellation and OR-joins poses new challenges for deciding the correctness of business processes. Existing approaches and tools are typically restricted to process models without such features. New techniques are required to enable design time detection of verification problems in business processes with such behaviours.

**Proposed approach**

The introduction of cancellation and OR-joins leads to new properties that need to be checked, the design of new algorithmic approaches and the management of their computational complexity. We take on these challenges and develop sophisticated verification techniques for process models with cancellation and OR-joins. In this paper, we perform verification in the context of the workflow language yet another workflow language (YAWL) (van der Aalst and ter Hofstede, 2005). The YAWL supports the most frequent control-flow patterns found in the current workflow and business process modelling practice (van der Aalst et al., 2003). As a result, most workflow and business process modelling languages can be mapped onto YAWL without loss of control-flow details, even languages allowing for advanced constructs such as cancellation regions and OR-joins. Therefore, our results are also applicable to other languages. Some examples:

- The business process modelling notation (BPMN) is supported by more than 40 tools and has been standardized by the OMG. BPMN provides (in addition to the standard constructs) an “OR-join gateway” and various cancellation constructs.
- The activity diagram type of the unified modelling language (UML) has also been standardized by the OMG and is supported by many tools. UML does not provide the OR-join but offers different cancellation features.
- Event-driven process chains (EPCs) are used in the reference model of SAP and are used in business process modelling tools such as ARIS. The EPC language provides OR-joins but not cancellation.
- The business process execution language (BPEL) is supported by the software products of IBM, SAP, Oracle, etc. and is being standardized by OASIS. BPEL supports OR-joins (through the “flow” construct) and cancellation.

These examples show that today’s languages support cancellation and/or OR-joins. Hence, it is vital to support the verification of these constructs. We have implemented our verification approach in the context of YAWL. However, as stated before, the results can easily be transferred to other languages supporting cancellation and/or OR-joins.

**Introduction to YAWL**

The YAWL has been implemented in an open source workflow system[1] and can be seen as a reference implementation of the workflow patterns (van der Aalst et al., 2003). The YAWL workflow system consists of a number of components including a workflow engine and an editor. Workflow specifications can be designed using the YAWL editor and deployed in the YAWL engine for execution.

A YAWL model is made up of tasks, conditions and a flow relation between tasks and conditions. Each YAWL model has one start condition and one end condition. There are three kinds of split and three corresponding kinds of join in YAWL; they are AND, XOR
and OR. The splits, joins, conditions and cancellation symbols for YAWL are shown in Figure 1. A task is enabled when there are enough tokens in its input conditions according to the join behaviour. When a task is executed, it takes tokens out of the input conditions and puts tokens in its output conditions according to the join and split behaviour, respectively. The semantics of an OR-join in YAWL waits for synchronisation, wherever possible. Hence, sophisticated analysis is carried out before deciding whether an OR-join will be enabled. YAWL provides direct support for cancellation regions. A task can have a cancellation set associated with it (dotted lines denote the cancellation region of a task). If there is a cancellation set associated with a task, the execution of the task removes all the tokens from the conditions and tasks in the cancellation set. If a task is within the cancellation region of another task, it may be prevented from being started or its execution may be terminated (depending on the timing).

Properties

Four desirable properties for processes with cancellation regions and OR-joins are proposed. These are soundness, weak soundness, irreducible cancellation regions and immutable OR-joins. While soundness and weak soundness properties concentrate on the correctness of the models, the other two properties: irreducible cancellation regions and immutable OR-joins, focus on detecting the existence of unnecessary cancellation regions and OR-joins in the process models. Next, we briefly explain these properties informally. Formal definitions of these properties can be found in Wynn (2006):

1. **Soundness.** There are certain desirable characteristics that every business process is expected to exhibit. Firstly, it is important to know that a process, when started, can always complete (option to complete). Secondly, it should not have any other tasks still running for that process when the process ends (proper completion). Thirdly, the process should not contain tasks that will never be executed (no dead transitions). The combination of these three desirable properties is known as the soundness property.

2. **Weak soundness.** For certain processes with OR-joins and cancellation regions having an infinite state space, it is not possible to detect this soundness property, i.e. although soundness is decidable for most models the soundness property is undecidable in the general case[2]. Thus, a weaker notion of soundness, known as the weak soundness property is proposed instead.
The weak soundness property relaxes the option to complete criterion, to say that, is it possible to complete a process in some cases, when started (weak option to complete). Therefore, if a process model is sound, it will also be weak sound, but not vice versa.

(3) **Irreducible cancellation regions.** Reducible elements in a cancellation region represent elements that can never be cancelled while that task is being executed (e.g. conditions may never contain tokens). For example, if a model contains truly alternative branches and one path contains a task that covers some conditions from the other path within its cancellation region, then those places and transitions are superfluous as there will never be tokens to remove when the task is executing. A process satisfies the irreducible cancellation regions property if there are no educible elements in any of its cancellation regions.

(4) **Immutable OR-joins.** As the runtime analysis of OR-join tasks is time-consuming and (computationally) expensive, it is desirable to determine at design time whether a more appropriate join structure could be found for a given model. A convertible OR-join task is an OR-join task for which it is never possible to mark more than one input condition (the task acts as an XOR-join) or when all the input conditions are always marked (the task acts as an AND-join). Such OR-joins should be replaced by XOR/AND-joins to better reflect their role in the process and to improve the execution speed. A process satisfies the immutable OR-joins property if there are no convertible OR-joins in the net.

**Algorithmic approaches**

There are established results related to the verification of workflows using Petri nets (van der Aalst, 1997; Verbeek, 2004). We explore how these results can be used for YAWL work-flows with cancellation and OR-joins. Reset nets form a natural foundation for workflow languages with explicit support for cancellation as the behaviour of reset arcs closely matches the behaviour of cancellation regions (Dufourd et al., 1998, 1999).

A YAWL workflow is mapped onto a reset net and state space analysis is performed to determine the correctness of the model. The state space analysis generates all possible reachable states of a workflow model to determine whether the model is correct. To determine the weak soundness property and the irreducible cancellation regions property, the backwards coverability notion in reset nets has been utilised (Finkel and Schnoebelen, 2001).

For verification purposes, the processes are divided into those with OR-joins and those without OR-joins. This distinction is necessary as a different verification technique is needed in each case. A process without OR-joins can be mapped to a reset net and it is possible to perform verification on the resulting reset net. However, due to the non-local semantics of OR-joins, it is not possible to map a YAWL workflow with OR-joins to a reset net (without some approximation) and it is not possible to detect the soundness property for a YAWL net with OR-joins using verification techniques available for reset nets. Therefore, an alternative verification technique using the YAWL formal semantics is used. These algorithmic approaches have been derived using the state space analysis and the notions of coverability and reachability.
Managing computational complexity

There is a clear trade-off between the expressive power of a language (i.e. introducing complex constructs such as cancellation and OR-joins) and ease of verification. As the state space analysis results in generation of all possible states of a workflow model, verification is time consuming and can become intractable for large models. There are a number of different approaches to deal with this complexity. Reducing a specification, while preserving its essential properties with respect to a particular analysis problem, is one such approach.

A significant body of research exists that addresses the concept of reduction in the area of Petri nets (Berthelot, 1986; Murata, 1989) and its various subclasses (Desel and Esparza, 1995) and extensions (Sloan and Buy, 1996). Even though reduction rules exist for Petri nets, the nature of reset arcs invalidates the transformation rules applicable to Petri nets. When reducing a net it is imperative that certain essential properties are preserved. In the area of workflow verification, soundness is such a property. Therefore, a number of soundness preserving reduction rules for reset nets are proposed (Wynn et al., 2006a). Furthermore, as verification of YAWL nets without OR-joins is performed without transformation to reset nets, we also propose a number of soundness preserving reduction rules for YAWL elements (Wynn et al., 2006b).

Visa application example – a YAWL workflow with cancellation regions and OR-joins

We now demonstrate the effectiveness of the proposed verification techniques with reduction rules using a real-life process model: visa application for general skilled migration to Australia. This process is modelled “as is” using publicly available information from the Department of Immigration and Multicultural Affairs web site[3]. The process starts when a visa application is received by the immigration department and ends when a decision is made to grant or to deny the visa. The model represents the process from the viewpoint of a case officer who handles the visa application. The resulting YAWL workflow contains four nets:

(1) Overview.
(2) Perform main assessment.
(3) Check basic requirements.
(4) Allocate marks.

Figure 2 shows the overview net and the typical process flow is explained first. When an application is received, the case officer opens a file for the applicant, processes fees and performs an initial assessment. If the application is found to be complete, the officer continues with the main assessment. If the application is incomplete, he/she sends an acknowledgement letter to the applicant requesting further documentation. This is modelled as an XOR-split task after the task perform initial assessment. The perform main assessment task is modelled as a composite task and the internal working of this task is captured in another net. After completing the main assessment, the case officer might request more information, or he/she is ready to make a decision. This is modelled as an XOR-split task. Condition c9 represents a state where the officer is waiting for further documentation from the applicant. If he/she receives the requested information, the main assessment task is performed again. On the
other hand, the designated time period could have expired, and the officer decides to perform the main assessment again if possible to stop processing the application if it cannot be processed further with existing documentation. Before the officer makes a decision, he/she checks to see if there is any change in circumstances that need to be considered. The check circumstances changes task has a cancellation region containing condition $c_2$. Removing a token from $c_2$ indicates that there is no need to wait for further circumstances changes. The officer then makes a decision to either grant or deny the visa after taking into account any changed circumstances. The make decision task is an OR-join task with two input conditions $c_5$ and $c_7$. A token in $c_5$ indicates that there are changes that need to be considered. If a decision is made to deny the visa, the applicant is then notified. Otherwise, the visa is granted. The process ends when the finalise application task is executed.

While an application is being processed, it is possible for two events to occur. First, an applicant can decide to withdraw his/her application and secondly, an applicant can notify the immigration department of changes in his/her circumstances – such as change of address, correction of errors, etc. Hence, the task open applicant file is modelled as an AND-split to indicate that two tasks (wait for possible withdrawal request and monitor circumstances changes) could occur in addition to the main flow starting with process application fees task. These two tasks represent external triggers that can be enabled when a notification is received from the applicant. These triggers affect the main flow of the process and are also captured in the model. Note that YAWL does not explicitly model external triggers and, therefore, the two potential triggers are represented as ordinary tasks subcontracted to a service that handles these triggers. A token in $c_6$ indicates that there is some change in circumstances that needs to be taken into account. Similarly, a token in $c_4$ indicates that a request has been received for withdrawal. The cancel application task is modelled as an OR-join and when it fires, it removes tokens from conditions and tasks in the process fragment before the make decision task (see the large process fragment enclosed by the dashed lines and connected to cancel application in Figure 2). The application can be withdrawn until
a decision is made. The make decision task removes tokens from conditions and tasks associated with the trigger for application withdrawal.

In the overview net, the perform main assessment is represented as a composite task and it is unfolded into the YAWL net with the same name. Similarly, there are two composite tasks: check basic requirements and allocate marks in the perform main assessment net and they are also unfolded into two YAWL nets with the corresponding names. Figure 3 shows the three subnets in the process.

The perform main assessment net contains five tasks:

1. Check documentation.
2. Check basic requirements.
3. Allocate marks.
4. Compare with pass marks.
5. Perform medical checks.

The Check basic requirements task and the Allocate marks task are modelled as composite tasks. When the net ends, the process can be at one of the following stages: insufficient documentation, fail, pass. If the process fails due to insufficient documentation, further documentation will be requested from the applicant. Otherwise, the end of perform main assessment net indicates that the officer is ready to make a decision about the visa application.
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The check basic requirements net describes how checks for basic requirements are carried out. There are five basic requirements for this class of visa and the initialise basic requirements check task is modelled as an AND-split followed by five tasks, one to check each criterion. A decision is then made about the applicant’s ability to satisfy a particular requirement and this is modelled as an XOR-split. A token in condition \( c_{\text{fail}} \) indicates that at least one of the requirements cannot be satisfied. If an applicant does not meet all of the requirements, he/she will not be granted a visa and the application is not processed any further. This is modelled with a discriminator pattern, where a token in \( c_{\text{fail}} \) will enable the stop checks task and all the other checks will be cancelled. If an applicant meets all five requirements, the processing continues. This is modelled as an AND-join for the finalise basic requirements check task.

The allocate marks net represents the process for calculating the marks received by each applicant. This visa class uses a points system where marks are given based on the applicant’s circumstances assessed on several criteria. The total mark is then compared against the pass mark for the visa class to decide whether the visa will be granted. The net models how these points are allocated for 11 criteria to calculate the total number of points. Some criteria such as points for age, skills and English ability are relevant to all applicants, whereas others such as points for Australian qualifications and spouse skills are relevant to some applicants only. The decide applicable categories task is modelled as an OR-split where a decision is made regarding the relevance of a particular criterion. The net completes with an OR-join task that waits for synchronisation of all active paths before calculating the total points allocated to the applicant.

**Illustrating properties**

We now demonstrate how our verification techniques can be used to diagnose the four properties mentioned before:

1. Soundness.
2. Weak soundness.
3. Irreducible cancellation regions.
4. Immutable OR-joins.

We will show how the YAWL editor checks these properties and reports the results. Again we would like to stress that, although we demonstrate this in the context of YAWL, the approach is generic and can also be used in the context of other languages supporting cancellation regions and/or OR-joins.

Before showing the diagnostic information provided by the editor, we discuss the relevant properties for the four YAWL nets in the visa application specification:

1. **Overview.** The net is a large net with two OR-joins and a number of cancellation regions. As it is a net with OR-joins and a finite reachability graph, reachability results using the YAWL semantics can be obtained. Therefore, three properties:
   - soundness;
   - irreducible cancellation regions; and
   - immutable OR-joins are decidable.
The weak soundness property check is performed on the corresponding reset net where all OR-joins are first transformed into XOR-joins. Only limited results are available with this approach.

(2) **Perform main assessment.** This is a small net with two composite tasks. As it is a net without OR-joins, weak soundness and soundness properties are decidable using coverability and reachability results from reset nets. The immutable OR-joins check is not applicable as there are no OR-joins in the net. The irreducible cancellation regions check is also not needed as there are no cancellation regions in the net.

(3) **Check basic requirements.** This is a net with a large cancellation region. As it is a net without OR-joins, weak soundness, soundness and irreducible cancellation regions are decidable using reset net results. The immutable OR-joins property check is not applicable here.

(4) **Allocate marks.** This is a structured net with an OR-split task and an OR-join task. As it is a net with OR-joins and a finite reachability graph, soundness and immutable OR-joins are decidable using the YAWL semantics. The irreducible cancellation regions property check is not applicable as there are no cancellation regions in the net. The weak soundness property check is performed on the corresponding reset net where the OR-join is first transformed into an XOR-join. Only limited results are available with this approach.

**Verifying soundness**
Recall that a net is sound (van der Aalst, 1998) if and only if it satisfies three criteria: option to complete, proper completion and no dead transitions. Different verification techniques are proposed to detect the soundness property of nets with and without OR-joins. The two nets representing composite tasks:

(1) Main assessment.

(2) Check basic requirements are nets without OR-joins.

Thus, reset analysis (Wynn, 2006) is used to detect the soundness property for these nets (Dufourd et al., 1998, 1999). For nets with OR-joins and a finite reachability graph, reachability analysis is carried out using the YAWL semantics. Figure 4 shows a screenshot of the YAWL editor with results of the soundness property check. The three nets (overview, check basic requirements and perform main assessment) are shown to
satisfy the soundness property and observation messages are provided to indicate that these nets satisfy all three criteria. For the allocate marks net, the analysis is not completed as it has more than 5,000 reachable markings and the editor is configured to use this upper limit to stop the analysis. Note that there may be infinitely many markings, hence the upper bound is set to 5,000 to balance responsiveness and precision. Note that even though the allocate marks net satisfies the soundness property, the analysis cannot be completed without using reduction rules for optimisation.

Verifying weak soundness
A net satisfies the weak soundness property if and only if it has the weak option to complete, proper completion and no dead transitions. The weak soundness property check is performed using reset net coverability analysis for nets with and without OR-joins. For nets with OR-joins, only limited results are available. Figure 5 shows a screenshot from the editor with the results of the weak soundness property check for all nets. We can see that the three nets satisfy the weak soundness property.

We also found that the check basic requirements net with 21 elements took a long time to complete the check. This is because the corresponding reset net contains 42 elements and as a result the weak soundness property results in 28 calls to the coverability algorithm (one for weak option to complete, 19 for proper completion and eight for dead transitions). It is already known that the backwards coverability algorithm can be time consuming as it needs to calculate a finite basis of the predecessors for the entire net for each coverable method call (Wynn et al., 2005). As the weak soundness property check requires 28 calls, the check is quite expensive for nets with a large state space. This experiment also highlights the need for further optimisation techniques to speed up the verification process.

Verifying irreducible cancellation regions
An element within a cancellation region of a task is not necessary if that element can never be marked when the task is being executed. Such elements are called reducible because they can be removed without changing the behaviour. To decide the irreducible cancellation regions property of a net without OR-joins, analysis on the corresponding reset net is performed. The cancellation region for the stop checks task includes the finalise basic requirements check task. As finalise basic requirements check is an AND-join task, it can never be executed while the stop checks task is being executed. Therefore, it should not be in the cancellation region of the stop checks task. This is reported by the YAWL editor as shown in Figure 6.
Verifying immutable OR-joins

An immutable OR-join is one that could not be replaced by either an XOR-join or an AND-join. In Figure 7, the split behaviour of the task decide applicable categories has been changed from OR-split to AND-split for testing purposes. As the net now contains an AND-split followed by an OR-join, the OR-join should be more appropriately modelled as an AND-join.

In this section, we have demonstrated that verification of process models with more advanced constructs such as cancellations regions and OR-joins is indeed possible. Moreover, we demonstrated that the YAWL editor supports the verification process. However, given the complexity of some workflow models, we further improved our approach using so-called reduction rules. These have also been implemented in the YAWL editor and are described in the remainder.

Illustrating reduction rules

In the previous section, we have seen that when a workflow contains a large number of tasks and involves complex control flow dependencies, verification can take an extraordinary period of time or it may even be intractable. Applying reduction rules before carrying out verification could decrease the size of the problem by cutting down the size of the workflow that needs to be examined while preserving the soundness property. As a result, reduction rules could potentially decrease the average case complexity of performing verification. A number of soundness preserving reset
Reduction rules as well as YAWL reduction rules are proposed. Owing to lack of space, we only provide a brief summary of these rules here in Figures 8 and 9 (Wynn, 2006). As all of these reduction rules are soundness preserving, it is possible to perform verification on the reduced nets instead of the original net. In general, applying these reduction rules before verification reduces the number of tasks and conditions being considered and hence, assists in speeding up the analysis. Reduction rules together with the new approach for verification using reduced nets are implemented in the YAWL editor.

Table I shows the effects of using YAWL and reset reduction rules to detect the soundness property for all nets in the visa application process. The numbers in various columns represent the number of elements in the original net and in the corresponding reduced net. For example, the allocate marks can be reduced significantly from 37 to 3 elements if YAWL reduction rules are applied first followed by the reset reduction rules. The efficiency gain from applying reduction rules is quite significant. The time it takes to verify the soundness property of the overview net decreased from 24.3 to 4 s. Similar gains can be seen for the other two nets:

1. Check basic requirements.
2. Perform main assessment.

As for the allocate marks net, the results are quite spectacular. Even though this net is a structured net – with corresponding OR-split and OR-join tasks, it has a large state space due to the various possible combinations of OR-split and OR-join. Without the use of reduction rules, the net suffers from the state explosion problem when determining the soundness property. After applying the reduction rules, the reduced
allocate marks net becomes quite trivial with just one input place, one output place and a task in between. As a result, the soundness check is completed almost instantaneously (less than one second). This is a huge improvement considering the fact that the soundness check for the allocate marks net could not be completed in a reasonable time frame (more than 5 min) due to state explosion.

Related work
Since the mid 1990s, many researchers have been working on workflow verification techniques (van der Aalst, 1997, 1998, 2000; Bi and Zhao, 2004; Choi and Zhao, 2005; Dehnert and Rittgen, 2001; van Dongen et al., 2005; Hee et al., 2004; Kindler et al., 2000; Mendling et al., 2006; Sadiq and Orlowska, 1997, 1999; Verbeek, 2004; Verbeek et al., 2001, 2006; Wynn, 2006; Wynn et al., 2005, 2006a,b). It is impossible to give a complete overview here. Moreover, most of the papers on workflow verification focus on rather simple languages, e.g. AND/XOR-graphs which are even less expressive than classical Petri nets. Therefore, we only mention the work directly relevant for this paper.
The use of Petri nets in workflow verification have been studied before (van der Aalst, 1997, 1998; Verbeek et al., 2001; Verbeek, 2004). van der Aalst (2000) describes how structural properties of a workflow net can be used to detect the soundness property. Verbeek et al. (2006) present an alternative approach for deciding the relaxed soundness property using invariants. The approach taken results in the approximation of OR-join semantics and transformation of YAWL nets into Petri nets with inhibitor arcs. However, the use of inhibitor arcs instead of reset arcs means that this approach cannot detect problems in certain YAWL specifications with cancellation features. On the other hand, the approximation of OR-join semantics enables the verification of

Table I.
Demonstrating the effects of reduction rules on soundness property check for visa application process

<table>
<thead>
<tr>
<th>Original (YAWL)</th>
<th>Reduced (YAWL)</th>
<th>Original (reset)</th>
<th>Reduced (reset)</th>
<th>Reduced (both)</th>
<th>Soundness (original)</th>
<th>Soundness (reduced)</th>
</tr>
</thead>
<tbody>
<tr>
<td>42</td>
<td>28</td>
<td>89</td>
<td>35</td>
<td>35</td>
<td>24.3 s</td>
<td>4 s</td>
</tr>
<tr>
<td>11</td>
<td>7</td>
<td>23</td>
<td>9</td>
<td>9</td>
<td>1.9 s</td>
<td>0.8 s</td>
</tr>
<tr>
<td>21</td>
<td>None</td>
<td>42</td>
<td>32</td>
<td>32</td>
<td>26.4 s</td>
<td>4.1 s</td>
</tr>
<tr>
<td>37</td>
<td>3</td>
<td>2119</td>
<td>2051</td>
<td>3</td>
<td>&gt;5 min</td>
<td>0.7 s</td>
</tr>
</tbody>
</table>

Figure 9.
AWL reduction rules

Elimination of self-loop task rule
YAWL nets with OR-joins using invariants. It differs from our approach where the reachability analysis is carried out for a net with OR-joins to decide the soundness property. In the general area of reset nets, Dufourd et al.’s work has provided valuable insights into the decidability status of various properties of reset nets including reachability, boundedness and coverability (Dufourd et al., 1998, 1999).

A number of authors have investigated reduction rules for Petri nets and for various subclasses of Petri nets. In Murata’s paper, six reduction rules are presented for Petri nets (Murata, 1989) and this set of rules has been used as a starting point for the rules mentioned in this paper. In the book by Desel and Esparza (1995), a set of reduction rules are proposed for free-choice Petri nets while preserving well-formedness. Berthelot presents a set of reduction rules for general Petri nets (Berthelot, 1986). Six reduction rules that preserve correctness for EPCs including reduction rules for trivial constructs, simple splits and joins, similar splits and joins, XOR loop and optional OR-loop have been proposed by van Dongen et al. (2005). However, these reduction rules do not take cancellation into account. Reduction rules have been suggested to be used together with Petri nets for the verification of workflows (Chapter 4 of the book by van der Aalst and van Hee 2004). We follow a similar approach with a set of reduction rules for workflow nets with cancellation regions using reset nets.

Recall the analysis of the SAP reference model presented in (Mendling et al., 2006), which is mentioned earlier. Here, 604 EPC models were automatically translated to YAWL and analysed using invariants. Note that the translation from EPCs to YAWL is trivial because the EPC language can be seen as a proper subset of the YAWL language. The analysis technique used in (Mendling et al., 2006) (based on transition invariants) is less precise than the analysis described in this paper. Experiments show that using the approach described in this paper indeed reveals more errors but is also more time-consuming.

Conclusion
In this paper, we demonstrated that four desirable properties, i.e.:

1. Soundness.
2. Weak soundness.
3. Irreducible cancellation regions.
4. Immutable OR-joins.

Can be verified for process models with cancellation regions and OR-joins. The verification approach has been implemented in the context of YAWL and has been illustrated using the Australian visa application process. In this paper, we tried to avoid getting in technical details. However, all techniques have been implemented in the open-source tool YAWL[4] and are described in detail in the PhD thesis of the first author (Wynn, 2006) which is available for download[5].

The results presented in this paper show that verification has become a reality, i.e. even for languages with advanced constructs such as cancellation regions and OR-joins verification is feasible. Existing approaches presented in the literature tend to focus on very simple languages and are, therefore, not usable in a practical setting.

It is important to note that the verification techniques presented in this paper are transferable to any other workflow language. This is particularly interesting for
languages that are expressive enough to support cancellation regions and/or OR-joins. Examples of such languages are the BPMN, UML activity diagrams (UML-AD), EPCs, and BPEL.

Notes
1. www.yawl-system.com
2. Note that any language that allows for unrestricted cancellation regions and/or OR-joins is undecidable. Hence, it is not always possible to decide soundness for models constructed using languages like BPMN, UML activity diagrams, YAWL, BPEL, etc. Therefore, it is surprising that existing verification approaches do not acknowledge this and focus on “toy languages”. Fortunately, although soundness is not decidable in the general case, it is decidable in most practical cases.
4. www.yawl-system.com
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