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ABSTRACT
The paper is a meta-analysis of the research field of soft-
ware ecosystems, by method of surveying 26 authors in the
field. It presents a relevant list of literature and six themes
in which challenges for software ecosystems can be grouped:
Architecture and Design, Governance, Dynamics and Evo-
lution, Data Analytics, Domain-Specific Ecosystems Solu-
tions, and Ecosystems Analysis. As such, it provides a
roadmap for future research in the field.

Categories and Subject Descriptors
K.6.3 [Management of computing and information
systems]: Software Management—software maintenance;
D.2.9 [Software Engineering]: Management

1. INTRODUCTION
Research on software ecosystems in a software engineering

setting has been around for more than a decade, since the
work by Messerschmitt and Szyperski in 2003 [46]. In this
paper, we overview the state-of-the-art in software ecosys-
tems research, and we shed some light on open challenges
and future research.

The insights reported are based on an online survey that
was conducted during two months in autumn 2014 with 26
respondents that have been active in software ecosystem re-
search. As such, this survey complements the results of a
systematic literature review, carried out by Manikas and
Hansen [42], where 59 papers on the topic of software ecosys-
tems were analysed.

The contributions of this paper are twofold. First, we
identify open challenges in software ecosystem research. These
challenges can be taken up by other researchers, in order to
further advance the state-of-the-art and state-of-the-practice
in this important field of research. Second, the overview
of challenges in software ecosystems research serves as a
roadmap for researchers new to the domain.

2. SURVEY
Permission to make digital or hard copies of all or part of this work for personal or
classroom use is granted without fee provided that copies are not made or distributed
for profit or commercial advantage and that copies bear this notice and the full cita-
tion on the first page. Copyrights for components of this work owned by others than
ACM must be honored. Abstracting with credit is permitted. To copy otherwise, or re-
publish, to post on servers or to redistribute to lists, requires prior specific permission
and/or a fee. Request permissions from permissions@acm.org.

ECSAW ’15, September 07 - 11, 2015, Dubrovnik/Cavtat, Croatia
c© 2015 ACM. ISBN 978-1-4503-3393-1/15/09. . . $15.00

DOI: http://dx.doi.org/10.1145/2797433.2797475

Before starting the online survey, we identified 164 poten-
tial respondents based on whether they had co-authored a
research article or book chapter related to software ecosys-
tem, or an article that was presented in one of the annual
workshops related to software ecosystems: the IWSECO se-
ries (International Workshop on Software Ecosystems), the
WEA series (Workshop on Ecosystem Architectures) and
BigSystem 2014 (ACM international workshop on Software-
defined ecosystems). The survey was completely anony-
mous, but respondents were optionally given the possibility
to leave an email address on which we could contact them
for providing them with the results of our survey.

2.1 Questionnaire
The survey was composed of seven open-ended questions

related to the definition of a software ecosystem, challenges
and trends in the current research on software ecosystems, as
well as pertaining to tools that support software ecosystem
researchers and stakeholders:

• What constitutes a software ecosystem according to
you and why?

• Provide a prototypical example of a software ecosystem
according to the previous definition.

• What specific challenges need to by addressed by soft-
ware ecosystem researchers and why?

• What are the most important recent trends in software
ecosystem research?

• What tools, if any, do you use when studying software
ecosystem and for which specific purpose?

• What tools for software ecosystem research are still
missing and should be developed to advance the re-
search field?

• What tools, if any, are needed by stakeholders involved
in or relying on software ecosystems?

The survey started by asking the respondents what consti-
tutes a software ecosystem and why, as well as to illustrate
this definition by one or more examples. The results revealed
that research on software ecosystems has been conducted
from a broad spectrum of viewpoints, which is in accordance
with the research literature; e.g., Lungu considers a software
ecosystem as “a collection of software projects which are de-
veloped and evolve together in the same environment” [39],



while Jansen et al. consider a software ecosystem to be “a
set of actors functioning as a unit and interacting with a
shared market for software and services, together with the
relationships among them” [34]. Therefore, in order to cor-
rectly interpret the respondents’ answers, we first needed to
identify their stance on what constitutes an ecosystem.

Next, we asked the respondents to report recent trends
in software ecosystem research and identify challenges that
need to be addressed by software ecosystem researchers.
Since all respondents were software ecosystem researchers
themselves, they are best positioned to identify these chal-
lenges and trends.

Finally, since the importance of tools for software ecosys-
tem governance and research has been widely recognised [16,
47] and numerous tools have been proposed [22, 40, 59], we
asked the respondents about the tools they currently use as
well as about those they believed to be missing still.

2.2 Survey results
Of the 164 potential candidates we originally identified,

23 did not have any valid email address. Of the remaining
141, 26 researchers responded to our survey by filling in the
questionnaire, between 25 October 2014 and 17 December
2014. This corresponds to a response ratio of 18,4%.

For each of the seven questions in the survey, respondents
were allowed to leave the response field blank if they felt they
were not able to respond to a particular question. 9 out of 26
respondents answered all questions, 7 respondents answered
all questions but one, 5 respondents provided answers to five
questions, 4 to four questions, and one respondent answered
only three questions.

20 out of 26 respondents indicated their interest in the
survey results and provided their email addresses: 14 re-
spondents were from Western and Northern Europe, five
respondents from Latin America and one respondent from
North America. Two respondents are currently employed
by a company, while the remaining 18 respondents are re-
searchers in academia.

We also observed differences in the number of responses
obtained for different questions. All 26 respondents provided
a definition and an example of an ecosystem, as well as iden-
tifying the challenges that need to by addressed by software
ecosystem researchers. Only 21 respondents described the
current trends and tools, 18 respondents suggested research
tools that should be developed, and 11 respondents sug-
gested future tools for stakeholders. These differences might
be explained either by the respondents focusing on the first
couple of questions and neglecting the remaining ones due
to laziness or fatigue, or by the more challenging nature of
the latter questions: describing the past might be an easier
task then analysing the present, which is again easier than
forecasting the future.

3. DEFINITION OF AN ECOSYSTEM
The metaphor of ecosystem has been used in a software

setting occasionally in popular scientific literature since the
late 1990s. Huberman and Hogg considered a distributed
computing system of concurrent agents as a computational
ecosystem, analogous to biological ecosystems [31]. They
studied the dynamics and chaotic behavior of such compu-
tational systems and showed how reward mechanisms may
stabilize the system, thereby optimizing its performance.

Scientific research on software ecosystems in the domain

of software engineering only started to gain momentum since
the 2003 work by Messerschmitt and Szyperski [46]. They
defined a software ecosystem as “a collection of software
products that have some given degree of symbiotic relation-
ships.”

Since then, different definitions have been proposed, fo-
cusing on relations between projects comprising an ecosys-
tem [39], presence of a shared architectural platform [12], or
the business [34] and social context [48] where the ecosys-
tems operate.

In their systematic literature survey, Manikas and Hansen
attempted to combine the technical, architectural and busi-
ness viewpoints above in a single encompassing definition [42]:
“Software ecosystems are sets of software solutions function-
ing as a unit, enabling actors to automate activities and
transactions.” More precisely, they conclude that a software
ecosystem constitutes “the interactions of a set of actors on
top of a common technological platform that results in a
number of software solutions or services. Each actor is mo-
tivated by a set of interests or business models and connected
to the rest of the actors and the ecosystem as a whole with
symbiotic relationships, while, the technological platform is
structured in a way that allows the involvement and contri-
bution of the different actors.”

Regardless of which definition is adopted, we observed
from the survey responses that the following aspects appear
to be essential when identifying a software ecosystem:

The social aspect, requiring a community-centric way of
collaborating and coordinating between the different
actors. Depending on the ecosystem under consider-
ation, these actors may include internal and external
developers, but also domain experts and users. The ac-
tors may also be companies that produce, distribute,
sell or buy software.

The technical aspect. Whatever the kind of software ecosys-
tem that is considered, its constituent components should
influence each other as the software ecosystem evolves.
This is often achieved through some kind of techni-
cal architecture required to manage and control the
ecosystem, and to create, share and evolve the soft-
ware and services offered by the ecosystem.

The economical aspect, focusing on a software ecosys-
tem from a business point of view in terms of supply
and demand of software and services.

4. EXAMPLES OF SOFTWARE ECOSYSTEMS
Many examples of software ecosystems were provided by

the survey respondents.
Different companies were cited explicitly as examples of

being keystones of a business-oriented software ecosystem:
SalesForce [30], SAP [63] and FaceBook [7].

Apple, Google and Microsoft, the three main companies in-
volved in providing commercial operating systems for desk-
top PCs or smartphones were also cited by multiple re-
spondents. The mobile ecosystems and app stores managed
by these companies were frequently cited, and are popular
ecosystems in the research literature [29, 32].

Programming language communities were frequently men-
tioned as being the core of dedicated software ecosystems.
Explicitly cited languages were Python (including all its



modules) [53], the R language and its CRAN archive net-
work [27, 18, 69], the Pharo development platform for the
Smalltalk programming language [56], and Microsoft’s .NET
platform (supporting a variety of programming languages
such as C#). The Eclipse IDE, supporting mainly but not
exclusively Java programming, and allowing third parties to
contribute with different plugins was mentioned 10 times by
survey respondents. This software ecosystem, supported by
IBM, has been extensively studied [23, 43, 13, 14].

Software ecosystems focusing around operating systems
are also a popular source of research. iOS, Android, and
(distributions of) the open source Linux operating system
were cited several times by the survey respondents [33, 55,
15, 70]. Another source of software ecosystems are those
surrounding a particular open source software foundation.
This was for example the case for Apache (cited 2 times)
and Mozilla (mentioned once). Both Apache [49, 4] and
Mozilla [36] are popular subjects of ecosystems research.

5. CHALLENGES

5.1 Quality and Design
The lion’s share of the software ecosystem research so far

has focussed on analysing quality and historical develop-
ment. In agreement with this line of thought, several respon-
dents noted the importance of understanding and analysing
the quality of a software ecosystem. Quality can, however,
be interpreted in many different ways. One of the respon-
dents wonders “How to create a lively community?”, sug-
gesting a social point of view, that requires a high-quality
ecosystem to have an active community of developers and
users. This point of view has recently been explored in sev-
eral studies [44, 73, 69].

Another respondent indicated as challenge the ability “to
characterize the wealth of the community w.r.t. the wealth
of the software components”suggesting a socio-technical per-
spective aiming at understanding relations between develop-
ers and the software entities they create (cf. [6, 70]).

Yet another respondent focused on“key architectural chal-
lenges such as: platform interface stability, security, relia-
bility”. This suggests a technical perspective, bringing soft-
ware ecosystems closer to traditional software systems so
that existing software quality measurement techniques may
be applied, after adapting them to the specificities of soft-
ware ecosystems.

A further group of challenges is related to transforming
the insights obtained from studying the past in order to de-
sign new software ecosystems. In particular, respondents
recognise the importance of software architecture in soft-
ware ecosystem design and wonder “what traits make a good
architecture for building software ecosystems?”. This chal-
lenge has been recognised in the past [21, 11, 3] but does
not seem to have been addressed adequately. The software
ecosystem research community is not unique in experiencing
such difficulties in transitioning from analysis to design: sim-
ilar difficulties have been reported in other areas of software
engineering [35, 38].

5.2 Governance
Once the foundations of the software ecosystem have been

laid, procedures and processes can be expected to emerge
determining future evolution of the ecosystem. Those pro-
cedures and processes are related to the management and

governance of software ecosystems [2], a challenge empha-
sised by multiple survey respondents: “how to connect busi-
ness goals and technical issues of ecosystems” or “signifi-
cant challenges also remain with regard to software ecosys-
tem governance, as the actions of keystones (e.g. platform
owners, community managers) may well have far-reaching
consequences for the ecosystem and its inhabitants.”

5.3 Dynamics and Evolution
An important challenge, raised by many survey respon-

dents, relates to the dynamics and evolution management
of software ecosystems. Indeed, the software evolution com-
munity has seen a gradual shift from studies of individual
software systems to macro-level studies of software ecosys-
tems [28, 45, 15].

Similar to the discussion of quality and design (Section 5.1),
some respondents aim at understanding the past: “The main
[challenge], from my point of view, is to understand the dy-
namics and evolution of the ecosystem.”

Others focus at implementing the future steps: “How to
evolve the ecosystem. Evolution and compatibility aspects in
ecosystem are key aspects for the success. If a ecosystem is
not able to evolve quickly it is going to die.”

Some respondents elaborate on specific evolutionary chal-
lenges and relate software evolution to dependencies be-
tween software components and the need to understand how
changes in one of the components affect other components,
i.e., the well-known problem of change impact analysis [9].

One respondent stressed the importance of domain knowl-
edge for performing change impact analysis (cf. [1]): “Pro-
vide clear upgrade paths. What happens when Android’s API
changes? How should the other entities in the ecosystem
change, what is the time-frame.”

5.4 Data analytics
Scale. Massive amounts of data are produced when soft-
ware ecosystems are being created, maintained and used.
For example, GitHub counts over 20 million repositories, and
Stack Overflow has more than 20 million posts. The chal-
lenge of analysing data at this scale has been recognised both
in the literature [51] and by the survey respondents: “Soft-
ware ecosystems may consist of many systems. Analysing all
these systems as a whole may raise some technical problems,
due to the quantity of data to take into account.”

Scale is not the only challenge associated with the data
derived from software ecosystems. In fact, many of the chal-
lenges associated with the big data [20] have been recognized
by the survey respondents.

Variety, i.e., different forms of data, also known as het-
erogeneity, can be witnessed by combination of structured,
semi-structured and unstructured data. Moreover, recent
studies explore non-textual data, e.g., derived from biomet-
rics [26] or video recordings [62].

Veracity relates to the uncertainty and inconsistency of
data. Data may also be incomplete, e.g., due to its unavail-
ability or inaccessibility: “non-open source, data not cap-
tured in repositories (e.g., business data) etc.” Obtaining
data necessary to study closed source software ecosystems
remains challenging.

Furthermore, data might appear incomplete due to pecu-
liarities of the software engineering process followed. For in-
stance, history as recorded in the Git version control system
can be revised, i.e., some of the information might be erased



later [8]. The problem of inconsistent data has been exten-
sively discussed in the database community [41]. Kouters
et al. [37] have discussed different kinds of inconsistencies
found in contributors’ aliases in GNOME.

Velocity, i.e., speed of streaming data becomes a challenge
when e.g., analyzing commits on GitHub with modifications
being committed every second1.

Privacy. Software engineering data often contains informa-
tion about individuals involved in software development and
maintenance. It is therefore imperative to preserve privacy
of those individuals. It has been shown that repository data
can be used to infer gender [66, 67] and personality traits [5]
of software developers. Privacy issues raised for digital trace
data might be even more severe if survey data is concerned as
surveys allow one to discover beliefs and perceptions: popu-
larity of surveys in software ecosystem research [58, 68] make
maintaining privacy to a major concern. Privacy, however,
is conflicting with the growing call for sharing the software
ecosystem data following the recognition of importance of
openness of the data [52] and of reproducible research in
software engineering [61, 57].

5.5 Domain-Specific Ecosystem Solutions
While the concerns discussed in the preceding subsections

are applicable to software ecosystem of different kinds, one
of the respondents stressed the importance of distinguishing
between software ecosystems from different domains: “De-
scriptive research, followed by explanatory research, should
be the basis for identifying the challenges in the different do-
mains. Once this is done, specific solutions can be developed.
An important topic, which is to my opinion insufficiently
covered, is what the consequences are for the development
process and the software architectures.”

Indeed, popularity of domain-specific solutions such as
domain-specific languages [65] and domain-specific architec-
tures [19] suggests importance of domain-based solutions for
software ecosystem as well. Bosch has recognised domain-
specificity of application-centric software ecosystem such as
Microsoft’s Office suite [10]. However, one might wonder
whether ecosystems developed in the same domain, such as
GNOME and KDE, or Python and Ruby, exhibit more sim-
ilarity in the way they are organised, governed or evolve
than ecosystems from different domains. First steps towards
understanding specificities of software ecosystems within a
given domain have been made for embedded software [25]
and the telecom industry [71].

5.6 Analysis of Ecosystems
Statistics. Analysis of software ecosystems data requires
advanced statistical techniques, specifically addressing chal-
lenges related to aggregation of data [50] and evolution of
software ecosystems [17, 60].
Visualization. Visualization techniques form an alterna-
tive to statistical analysis. Indeed, one respondent expressed
the need to have “standard ways of visualising ecosystems”
and numerous visualization approaches have been proposed
by software ecosystem researchers [54, 72].
Comparisons. Finally, more attention should be dedicated
to comparative studies: “doing comparisons across software
ecosystems to understand differences is wide open” (cf. [24,
23, 64]). Comparative studies can be seen as a prerequisite

1https://github.com/blog/620-committing-like-crazy

for designing successful domain-specific ecosystem solutions
(cf. Section 5.5).

6. CONCLUSIONS
We identified the current challenges and future trends in

software ecosystem research, based on an online survey car-
ried out with 26 researchers, that was complemented with
our own vision on the research field. We hope that many
of the identified challenges in our roadmap will be taken up
by other researchers, in order to further advance the state-
of-the-art and state-of-the-practice in this important field of
research.
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